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Abstract—Analysis and validation using simulation is a helpful tool in systems engineering, but requires in-depth knowledge of various aspects of the system itself, used model classes, and an appropriate software tool. Usually, this expertise is spread over a number of team members, thus making it a non-trivial task. A domain-specific simulation-based system design tool (termed here simulation-based application, SBA) could fill this gap. It hides the complexity of the model from the system designer and allows to configure parameters and analyze results in one single application. The necessary extra effort in software development compared to a bare modeling tool can be reduced with techniques for model-driven development.

This paper presents an approach to use such methods to improve the development of SBA as a case of domain-specific software product lines. The workflow is described as well as the existing meta-model and applied techniques from model-driven development. The paper also shows the necessary elements of a meta model to describe SBAs. An example shows the complete workflow using an example of a wireless sensor networks for avionic applications.

Index Terms—Model-based design, simulation, model-driven development, meta-model

I. INTRODUCTION

The importance of executable simulation models in the requirements and design process of systems is increasing. Especially for complex systems with many parameters and dependencies between components, a simulation of the end system can predict the final behavior and reveal design flaws in early stages of system development. The model in these stages can be seen as an executable specification.

In later stages of system development these models can be reused to find optimal operational parameters, to check customer configurations of the system, or for debugging purposes. In these stages, models and generic modeling/simulation tools are often used by system experts which are often non-modeling experts. This gap can lead to configuration errors in the models and wrong result interpretation. Diverse models and simulation tools are used to describe different aspects of the system. Parameters are often spread over simulation models and model hierarchies.

A simulation-based application (SBA) could fill this gap [1]. It hides the complexity of the model and allows to configure parameters and analyze results in one single application. Therefore, it consists of components for setting parameters, control simulations, and to analyze results. Figure 1 depicts a simple possible structure of an SBA with one simulation model and a database for exchanging configuration and result data between application and simulation. A comparison between simulation and hardware results is also possible in an extended setup [2].

Fig. 1. Structure of a simple simulation based application.

The development of such simulation-based applications can be regarded as a realization of software product lines for simulation-based applications. Software product lines are used to implement flexible, reusable, expandable and complex software systems [3], [4].

Until now, the development of an SBA highly depends on the domain of the system models and adds a lot of extra effort to the creation of the simulation model. The use of a specialized framework for SBA creation [1] reduces the effort substantially. However, the system modeling and software development tasks, the definition of the content of the configuration and result database, the definition of conditions and dependencies between these database elements, and the design of the GUI are still major tasks for the development of a simulation-based applications. All these tasks are similar for each SBA, but cannot be summarized in a single framework.

To summarize the tasks and refocus the main effort on the system simulation model, it is necessary to raise the description of the SBA to a higher level of abstraction. This can be done by using techniques from model-driven development, which try to describe a software system using different kinds of models. A domain-specific language (DSL) has to be defined first. This can be done by deriving the DSL from a meta-meta-model such as the meta object facility.
(MOF), or extending the universal modeling language (UML) with profiles [5].

With the aid of transformation and generation algorithms, a platform-independent model (PIM) can be transformed into platform-specific models (PSM) [6]. Moreover, automatic generation of source code as well as other artifacts is possible as well [7]. The process was described by the Object Management Group (OMG) within a number of standards [8], [9].

Over a number of years, a comprehensive collection of tools for model driven development was developed under the Eclipse project. The underlying meta-model can be defined by using the eclipse modeling framework [10]. It uses Ecore as a meta-meta-model which is similar to the essential meta object facility (EMOF) for describing a meta-model. The ECore meta-meta-model is a well-developed, lightweight model with around 20 classes which is the base for all Eclipse modeling, transformation, and generation tools. An up-to-date implementation of the UML reference meta-model is provided as well, which supports profiles. The UML is an expressive specification for most aspects of the modeling of software systems. Unlike Ecore, it can describe not only the structure, but also the behavior of a software system.

Starting from this meta-model graphical editors can be created with the graphical modeling framework (GMF)[11]. It simplifies the process of creating editors by using mapping models and generators.

Sirius [12] and its predecessor Obeo Designer allows to specify different viewpoints of the model. They claim to rapidly increase the speed of development of graphical editors from 30 days for GMF to 5 days for Sirius [13].

For model-to-model transformations, the Eclipse modeling project implemented the OMG QVT standard [6] for both the declarative and the imperative language.

To generate artifacts or source code from the model, the Eclipse modeling projects provide the generator Acceleo [14] an implementation of the OMG’s MOF Model-to-text transformation standard [7]. It uses templates and queries on model elements for the generation process. With these techniques it is possible to reduce the effort of developing a SBA.

This paper presents an approach to use model-driven development techniques to improve the development of simulation-based applications. A comprehensive UML meta-model is used to define the structure and behaviour of components of the SBA, the system simulation model, and the data-exchange components. For this purpose an EMF like UML Generator in C++ is used which is presented in [15].

Firstly, the description of workflow and needed models are described in Section II. An excerpt of our current state of the model-driven development method including data model and our developed C++ framework implementing the generic elements of SBAs are shown in Section III. The used simulation model of wireless sensor networks for avionic applications is the result of former projects which are already presented in [16], [2], [17].

II. METHODOLOGY

This section describes the overall structure and components of our proposed workflow for creating a model-driven development toolchain for SBAs.

Figure 2 sketches our suggestion of a model-based application generator for simulation-based applications with a simple architecture such as shown in Figure 1.

In order to describe a specific SBA, our proposal adds an application modeling environment (left side of Figure 2). The important aspect of the application modeling environment is the comprehensive meta-model, which is used to create application models of the structure and behavior of simulation-based applications. It includes sub-meta-models for data model, simulation control, analysis, constraints, and dialogs. These models strongly depend on the system domain; in this paper, a system model for wireless sensor networks in avionics is selected.

The model-based application generator in the center of Figure 2 creates the simulation-based application based on the application model and predefined components of our SBA framework.

By using techniques such as model-to-text transformations, the generator transforms the model to source code, configurations for components of the framework, scripts for creating databases, and model components for simulation tools.

![Fig. 2. Main components of the framework.](image-url)
A. Model

The basis for model-driven techniques is a domain-specific language. Such a language consists of a meta/syntax-model, a semantic model, and a graphical notation of elements which can be used in actual models. The meta-model can be described with the help of a meta-meta-model like Eclipse Ecore or OMG MOF.

The OMG suggest three different kinds of extensions for a meta-model in its UML specification [5]: A first-class extension, an extension at the level of the UML meta-model, and a mixture between both.

A first-class extension is handled through the MOF and allows to define subclasses and associations. The resulting meta-model is independent from the UML meta-model. The expressiveness of the UML language is lost or has to be recreated in this case.

An extension at the level of the UML meta-model is done with Profiles. These profiles define Stereotypes, TaggedValues, and Constraints which extend the meta-model elements with new semantics, structure, or icons. An introduction of new meta-model elements is not possible. This kind of extension is applied to the model at the design time of the domain model.

For our approach we need elements which can express both syntactic and semantic aspects of the software system. The lightweight extension through profiles is sufficient in our case, because it suffices to extend the existing UML meta-model only. This is supported by the UML 2.5 reference implementation of the Eclipse framework, which can be used in nearly all Eclipse modeling tools.

An SBA consists of three major components: an application, a data-exchange component, and the simulation model. All of these artifacts are based on the same platform-independent model which describes the structure of data, constraints, and behavior. An overall view of a simple system is depicted in Figure 3.

Fig. 3. MDA approach to generate major components of SBA.

The platform-specific models for an SBA, namely, Persistence and Simulation Tool, are derived from the platform-independent model by using a model-to-model transformation. As we are using the Eclipse modeling tools, this transformation is done by QVT. Each model is included in a separate Package. To distinguish between different scopes, Stereotypes are applied to the packages.

a) SBA: The SBA package is transformed from the platform-independent model and contains all elements which are required to build a simulation-based application. It has the Stereotype SBAModel.

The model has to be extended by platform-specific implementation details to target different simulation-based application platforms. It is possible to select only the needed data structures for the object layer.

b) Persistence: The Persistence package represents the data storage model, which is extended with the Stereotype PersistentModel. The package is derived from the platform-independent model and adds information to the platform-specific model. It is used to describe access to and deployment of application data.

The use of multiple PersistentModel packages in the model allows the modeling of a distributed data storage and as well as their interdependencies.

If a new specific storage should be added, an extension has to be defined. This extension includes a profile for the specific storage model which extends elements of the PersistentModel, a transformation described by a QVT-transformation and necessary generator files. The transformation could enhance the platform-specific model by adding creator and access functions to the classes.

c) Simulation Tool: The simulation tool’s access to application data is specified via tool-specific model elements. This sub-model is represented by packages with the Stereotype SimulationTool. The transformation is the same as the former one described for sub-models. The possibility to target different simulation tools by adding multiple SimulationTool packages allows the communication between different simulations.

B. Views

There are five main views on the model, which are shown in Figure 4.

1) Data view: The data view is the central view of the model. It focuses on the structure and relation of available data in the software system. The modeled elements of this view are used to generate the object layer of the simulation-based application, the description and the access to the database, as well as data structures of the simulation tool and their mapping.

2) Constraints view: Based on the data view, the constraint view defines conditions and dependencies between configuration entities, simulation parameters, and system parameters.

A possibility to model constraints is the use of SysML constraint blocks [18]. With these blocks it is possible to define constraints using the object constraint language (OCL [19])
and attach them to model elements. Validation of constraints can be done during run time using an OCL interpreter.

3) **Dialog view:** Dialog editors are well-known software tools to define graphical user interfaces. In combination with data and constraints, this view maps the data model entities to dialog elements for the defined constraints. Moreover, properties for GUI representation are added by using stereotypes.

4) **Simulation control view:** The simulation control view is a behavioral view of the simulation-based application, and focuses on activities for controlling simulations. This may include the definition of optimization loops [16] or a simulation deployment. Constraints, results of analysis and other data in the system can be used to control the flow.

5) **Analysis view:** Similar to the simulation control view, the analysis view is a behavioral view on the model focusing on activities to analyze results of a simulation. These activities can be described by signal-processing-like pipelines where the simulation results are processed.

**C. Graphical editors**

Besides the specification of the meta-models, the notation of the models in diagrams helps the user to rapidly understand and create models. Based on the meta-models described above, different model-based editors can be generated by using the graphical modeling framework (GMF), a specialized component of the Eclipse Modeling Project (EMP).

In contrast to GMF, Sirius [12] extends this approach by allowing to specify multiple views on the model in a single specification. This specification is interpreted by the Sirius runtime environment, and allows to view changes in the design nearly in real time. This rapidly speeds up and simplifies the creation of model editors; diagrams, tables, and tree editors are possible. Figure 5 depicts the workflow of Sirius.

Sirius also allows to write extensions for a diagram such that additional platform-specific extensions can be integrated easily into existing diagrams.

Our model describes structure as well as behavior, thus we need different kinds of corresponding diagrams.

Structural diagrams are needed for the top view model, the data view, and constraints view. For these purpose we use package diagrams, class diagrams, mapping diagrams, parametric diagrams especially for the constraints view. A sample structural editor is shown at the right side of Figure 5.

Behavior models such as the Simulation control view or the pipelines of the analysis view are modeled with behavior diagrams similar to activity diagrams.

The dialog model has a special status: For this kind of model, a common graphical user interface editor is useful.

**D. Generator**

The mentioned editors are used to create models of simulation-based applications. Based on these models, an application generator will generate source code, configurations, simulation model elements, and result queries for accessing data.

The specific generator output for a model depends on the contents of platform-specific extensions. The generation is done with a model-to-text transformation. For this paper we use the tool Acceleo, an implementation of the OMG standard, which is part of the Eclipse modeling project.

The Acceleo tool is used to generate the Ecore and UML meta-model packages, and object layer for C++ to allow the loading of xmi files as well as the OCL constraint validation during runtime. An Ecore-to-C++ and a UML-to-C++ generator were developed for this reason, which generate C++ classes and reflection packages of the model. These generators are described in detail in [15]. Besides the C++ code generator there are also generators for database schemata, configurations, and for components to access the data in the simulation tool available.

**E. A Framework for Domain-Specific Simulation Design Tools**

The presented workflow is now used to generate the components of a simulation-based application framework.

1) **Framework Design:** From an abstract point of view, the overall framework design could be described as a whitebox, component-based framework. It is based on the plugin architectural pattern [20] and depicted in Figure 6 as a UML2 component diagram [5]. Different block colors visualize the various types of framework components. The software system
consists of a small main component, including a service manager, which loads all plugins during application startup. Each individual functional component is encapsulated into one separate plugin, which provides or requires several services. These services are defined as interface classes. First of all, the plugins register their provided services to the service manager. If a plugin requires a service, the service manager will provide the service.

This framework design is implemented by using the CTK plugin framework [21], an OSGi [22]-like modularization framework for dynamic, modular C++ applications.

The realized simulation-based application includes the following types of plugins:

- **Configuration plugins**: Components with the purpose of defining or modifying simulation input data and model configurations for dynamic model elements.
- **Analysis plugins**: Components for static or interactive visualization and analysis of simulation results.
- **Simulation control plugins**: Components used to control the execution of the simulation kernel.
- **Datamanager plugins**: Components which provide factories to create objects based on predefined data structures.

All these plugins are designed in a generic way to support Model-Driven Development for different domain-specific requirements. Therefore, the plugins are customizable by using the defined domain-specific models.

This allows to use model-to-text transformation capabilities of model-driven development frameworks such as Eclipse’s Acceleo, which we use to generate a code representation of the domain-specific model/metamodel or parts of plugins.

By using a code representation of the metamodel it is possible to load an xmi representation of the actual model, which allows an easier change of parameters.

### III. Example

This section demonstrates the proposed usage of the described meta-models, editors, and generators. It includes excerpts of the data model and the underlying C++ framework. These components are part of a project for simulating wireless sensor networks in an avionic setting as described earlier [2], [16].

Figure 7 presents the specific application of profiles for the data model.

![Fig. 7. Package structure of the model for a simple simulation-based application with application of platform specific profiles.](image-url)
a QVT transformation. To target a specific generator, these derived packages are annotated with platform-specific profiles for C++ SBA, SQLite, and the underlying simulation tool MLDesigner [23].

The C++ SBA profile summarizes all aspects of the simulation-based application. A subordinated aspect is the representation of data elements in the GUI. Properties of a data element, which can be manipulated throughout the simulation-based application, are enhanced by stereotypes and generated or interpreted during runtime.

Figure 8 shows an excerpt of the profile which creates the specific dialog for an editor plugin.

Figure 9 shows a part of a PIM model with applied stereotypes of an arbitrarily chosen example element MAC_Hybrid.

The example shows a part of the model of a simulation-based application for planning and simulating wireless sensor networks in aircrafts. Different configurations of these networks have to be simulated, analyzed, and compared with each other, to find an optimal network configuration during system design. It shows the derived properties for the protocol of the network, which are part of the configuration of the components.

With the help of constraints it is possible to define property ranges or dependencies between properties. An OCL interpreter, which is also written in C++, is used to check these constraints in our SBA. It uses the model reflection capabilities of the generated object layer to gather information about the meta-classes and their constraints. It checks the objects against the constraints with the actual user-specified values, before a simulation is started.
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